**QUESTION:**

Design and implement an algorithm using brute force approach that finds the top and the least scores of students from an online Quiz. Take scores as input and store in an array.

**PSEUDOCODE:**

studentScore = []

input(studentScore)

assign lowest = highest = studentScore[0]

for score in studentScore:

    if score > highest:

        set it as new highest

    if score < lowest

        set it as new lowest

print(lowest, highest)

**CODE:**

#include <stdio.h>

struct studentDetails

{

    int studentID, studentScore;

};

void main()

{

    printf("Name: Afraaz Hussain\nAdmission number: 20BDS0374\n\n\n");

    int studentCount, highestScore, lowestScore, highestScoreStudent, lowestScoreStudent;

    printf("Enter the total number of students: ");

    scanf("%d", &studentCount);

    printf("\n");

    struct studentDetails studentDetail[studentCount];

    for (int index = 0; index < studentCount; index++)

    {

        studentDetail[index].studentID = index + 1;

        printf("Enter the score of student %d: ", index + 1);

        scanf("%d", &studentDetail[index].studentScore);

    }

    highestScore = studentDetail[0].studentScore;

    highestScoreStudent = studentDetail[0].studentID;

    lowestScore = studentDetail[0].studentScore;

    lowestScoreStudent = studentDetail[0].studentID;

    for (int index = 0; index < studentCount; index++)

    {

        if (studentDetail[index].studentScore > highestScore)

        {

            highestScore = studentDetail[index].studentScore;

            highestScoreStudent = studentDetail[index].studentID;

        }

        if (studentDetail[index].studentScore < lowestScore)

        {

            lowestScore = studentDetail[index].studentScore;

            lowestScoreStudent = studentDetail[index].studentID;

        }

    }

    printf("\nThe highest score was %d by student %d", highestScore, highestScoreStudent);

    printf("\nThe lowest score was %d by student %d", lowestScore, lowestScoreStudent);

}

**OUTPUT:**
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**QUESTION:**

Take ‘n’ historic sites in Tamil Nadu as input. Design and implement an algorithm using brute force approach that identifies the shortest possible route for a traveler to visit these sites and come back to his starting point.

**PSEUDOCODE:**

findDistance(xOne, xTwo, yOne, yTwo):

    //Find distance using distance formula

    return distance

main():

    cityCount.input()

    create variables to hold leastDistance and rout

    for row from 1 to cityCount - 1:

        for column from 0 to cityCount - 1:

            currentDistance = 0

            temporary = cityList[column]

            cityList[column] = cityList[column + 1]

            cityList[column + 1] = temporary

            //Find the distance of all the elements in this list by using the distance function

            if leastDistance > currentDistance:

                leastDistance = currentDistance

                route = currentRoute

**CODE:**

#include <stdio.h>

#include <math.h>

float calculateDistance(float xOne, float yOne, float xTwo, float yTwo)

{

    float distance = ((xTwo - xOne) \* (xTwo - xOne)) + ((yTwo - yOne) \* (yTwo - yOne));

    return sqrt(distance);

}

void main()

{

    printf("Name: Afraaz Hussain\nAdmission number: 20BDS0374\n\n\n");

    int numberOfCities, row, column, index, origin;

    printf("Please enter the total number of cities: ");

    scanf("%d", &numberOfCities);

    printf("\n");

    float cityLocation[numberOfCities][2], cityDistance[numberOfCities][numberOfCities];

    for (index = 0; index < numberOfCities; index++)

    {

        printf("Please enter the location of city %d: ", index + 1);

        scanf("%f %f", &cityLocation[index][0], &cityLocation[index][1]);

    }

    for (row = 0; row < numberOfCities; row++)

    {

        for (column = 0; column < numberOfCities; column++)

        {

            cityDistance[row][column] = calculateDistance(cityLocation[row][0], cityLocation[row][1], cityLocation[column][0], cityLocation[column][1]);

        }

    }

    printf("\nEnter the city you would like to start from: ");

    scanf("%d", &origin);

    origin--;

    int numberCombinations[numberOfCities - 1], counter = 0;

    for (index = 0; index < numberOfCities; index++)

    {

        if (origin != index)

        {

            numberCombinations[counter] = index;

            counter++;

        }

    }

    float leastDistance = -1.0, currentLeastDistance;

    int temporary, bestRoute[numberOfCities + 1];

    for (row = 1; row <= numberOfCities - 1; row++)

    {

        for (column = 0; column < numberOfCities - 2; column++)

        {

            currentLeastDistance = 0;

            temporary = numberCombinations[column];

            numberCombinations[column] = numberCombinations[column + 1];

            numberCombinations[column + 1] = temporary;

            currentLeastDistance = cityDistance[origin][numberCombinations[0]] + cityDistance[origin][numberCombinations[numberOfCities - 2]];

            for (index = 0; index < numberOfCities - 2; index++) currentLeastDistance += cityDistance[numberCombinations[index]][numberCombinations[index + 1]];

            if (leastDistance == -1.0)

            {

                leastDistance = currentLeastDistance;

                bestRoute[0] = origin;

                bestRoute[numberOfCities] = origin;

                for (index = 1; index < numberOfCities; index++) bestRoute[index] = numberCombinations[index - 1];

            }

            else if (leastDistance > currentLeastDistance)

            {

                leastDistance = currentLeastDistance;

                bestRoute[0] = origin;

                bestRoute[numberOfCities] = origin;

                for (index = 1; index < numberOfCities; index++) bestRoute[index] = numberCombinations[index - 1];

            }

        }

    }

    printf("\nthe least distance was calculated to be: %f\n", leastDistance);

    printf("To achieve this, you'll have to use the following route: %d", origin + 1);

    for (index = 1; index < numberOfCities + 1; index++) printf(" -> %d", bestRoute[index] + 1);

}

**OUTPUT:**

**![](data:image/png;base64,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)**

**QUESTION:**

Design and implement an algorithm using divide and conquer approach that finds the maximum and minimum element from the elements stored in an array.

**PSEUDOCODE:**

find minimumAndMaximum(numberArray, lowest, hhighest, minimum, maximum):

    //Condition when there's only one lement

    if lowest and highest are same:

        set minimum = maximum = numberArray[lowest]

        return

    //Condition when there are only two elements

    if lowest + 1 is highest:

        find minimum and maximum

        return

    //Condition when there are more than two elements

    middleElement = lowest + highest / 2

    findMinimumAndMaximum(numberArray, lowest, middleElement, min, max)

    findMinimumAndMaximum(numberArray, middleElement + 1, highest, min, max)

    if (numberArray[middleElement] > max) max = numberArray[middleElement];

    if (numberArray[middleElement] < min) min = numberArray[middleElement];

for row in range:

    for column in range:

        print(element in [row][column])

    print(newLine)

**CODE:**

#include <stdio.h>

void findMinimumAndMaximum(int numberArray[], int low, int high, int \*min, int \*max)

{

    if (low == high)

    {

        \*min = numberArray[low];

        \*max = numberArray[low];

        return;

    }

    if (low + 1 == high)

    {

        if (numberArray[low] > numberArray[high])

        {

            \*min = numberArray[high];

            \*max = numberArray[low];

        }

        else

        {

            \*min = numberArray[low];

            \*max = numberArray[high];

        }

        return;

    }

    int middleElement = (low + high) / 2;

    findMinimumAndMaximum(numberArray, low, middleElement, min, max);

    findMinimumAndMaximum(numberArray, middleElement + 1, high, min, max);

    if (numberArray[middleElement] > \*max) \*max = numberArray[middleElement];

    if (numberArray[middleElement] < \*min) \*min = numberArray[middleElement];

}

void main()

{

    printf("Name: Afraaz Hussain\nAdmission number: 20BDS0374\n\n\n");

    int numberOfElements, min, max;

    printf("Enter the number of elements in the array: ");

    scanf("%d", &numberOfElements);

    int numberArray[numberOfElements];

    printf("Enter all the elements in the array: ");

    for (int index = 0; index < numberOfElements; index++) scanf("%d", &numberArray[index]);

    findMinimumAndMaximum(numberArray, 0, numberOfElements - 1, &min, &max);

    printf("\n\nSmallest element in the given array: %d", min);

    printf("\nLargest element in the given array: %d", max);

}

**OUTPUT:**
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**QUESTION:**

Write a menu driven program to implement matrix multiplication and Strassen’s matrix multiplication algorithm using divide and conquer approach.

**PSEUDOCODE:**

* Divide and conquer matrix multiplication:
* divideAndConquer(matrixOne, matrixTwo, matrixThree, order):
* for row in range order:
* for column in range order:
* matrizThree[row][column] = 0
* for dimension in range order:
* matrixThree[row][column] += matrixOne[row][dimension] \* matrixTwo[dimension][column]
* for row in range order:
* for column in range order:
* print(matrixThree[row][column])
* Strassen’s matrix multiplication:
* strassenMatrixMultiplication(int A, int B, int C, int order)
* if order == 1 then
* C = C + (A) \* (B)
* else
* strassenMatrixMultiplication(A, B, C, order / 4)
* strassenMatrixMultiplication(A, B + (order / 4), C + (order / 4), order / 4)
* strassenMatrixMultiplication(A + 2 \* (order / 4), B, C + 2 \* (order / 4), order / 4)
* strassenMatrixMultiplication(A + 2 \* (order / 4), B + (order / 4), C + 3 \* (order / 4), order / 4)
* strassenMatrixMultiplication(A + (order / 4), B + 2 \* (order / 4), C, order / 4)
* strassenMatrixMultiplication(A + (order / 4), B + 3 \* (order / 4), C + (order / 4), order / 4)
* strassenMatrixMultiplication(A + 3 \* (order / 4), B + 2 \* (order / 4), C + 2 \* (order / 4), order / 4)
* strassenMatrixMultiplication(A + 3 \* (order / 4), B + 3 \* (order / 4), C + 3 \* (order / 4), order / 4)

**CODE:**

#include <stdio.h>

#include <math.h>

#include <windows.h>

boolean isPowerOfTwo(int number)

{

    if (number == 0) return 0;

    while (number != 1)

    {

        if (number % 2 != 0) return 0;

        number = number / 2;

    }

    return 1;

}

int assignedOrder;

void divideAndConquer(int matrixOne[assignedOrder][assignedOrder], int matrixTwo[assignedOrder][assignedOrder], int resultantMatrix[assignedOrder][assignedOrder], int order)

{

    for (int row = 0; row < order; row++)

    {

        for (int column = 0; column < order; column++)

        {

            resultantMatrix[row][column] = 0;

            for (int dimension = 0; dimension < order; dimension++)

            {

                resultantMatrix[row][column] += (matrixOne[row][dimension] \* matrixTwo[dimension][column]);

            }

        }

    }

    printf("\n\nThe product matrix is...\n");

    for (int row = 0; row < order; row++)

    {

        for (int column = 0; column < order; column++) printf("%d ", resultantMatrix[row][column]);

        printf("\n");

    }

}

void matrixMultiplication()

{

    printf("\e[1;1H\e[2J");

    printf("Name: Afraaz Hussain\nAdmission number: 20BDS0374\n\n\n");

    int order;

    printf("Enter the order of the square matrices: ");

    scanf("%d", &order);

    int matrixOne[order][order], matrixTwo[order][order], resultantMatrix[order][order], row, column;

    printf("\n\nEnter the elements of the first matrix...\n");

    for(row = 0; row < order; row++)

    {

        for(column = 0; column < order; column++) scanf("%d", &matrixOne[row][column]);

    }

    printf("\n\nEnter the elements of the second matrix...\n");

    for(row = 0; row < order; row++)

    {

        for(column = 0; column < order; column++) scanf("%d", &matrixTwo[row][column]);

    }

    assignedOrder = order;

    divideAndConquer(matrixOne, matrixTwo, resultantMatrix, order);

}

void strassenMatrixMultiplication()

{

    printf("\e[1;1H\e[2J");

    printf("Name: Afraaz Hussain\nAdmission number: 20BDS0374\n\n\n");

    int order;

    printf("Enter the order of the square matrices: ");

    scanf("%d", &order);

    if (isPowerOfTwo(order) && order == 2)

    {

        int matrixOne[order][order], matrixTwo[order][order], resultantMatrix[order][order], row, column;

        printf("\n\nEnter the elements of the first matrix...\n");

        for(row = 0; row < order; row++)

        {

            for(column = 0; column < order; column++) scanf("%d", &matrixOne[row][column]);

        }

        printf("\n\nEnter the elements of the second matrix...\n");

        for(row = 0; row < order; row++)

        {

            for(column = 0; column < order; column++) scanf("%d", &matrixTwo[row][column]);

        }

        int elements[7];

        elements[0] = (matrixOne[0][0] + matrixOne[1][1]) \* (matrixTwo[0][0] + matrixTwo[1][1]);

        elements[1] = (matrixOne[1][0] + matrixOne[1][1]) \* matrixTwo[0][0];

        elements[2] = matrixOne[0][0] \* (matrixTwo[0][1] + matrixTwo[1][1]);

        elements[3] = matrixOne[1][1] \* (matrixTwo[1][0] + matrixTwo[0][0]);

        elements[4] = (matrixOne[0][0] + matrixOne[0][1]) \* matrixTwo[1][1];

        elements[5] = (matrixOne[1][0] - matrixOne[0][0]) \* (matrixTwo[0][0] + matrixTwo[0][1]);

        elements[6] = (matrixOne[0][1] - matrixOne[1][1]) \* (matrixTwo[1][0] + matrixTwo[1][1]);

        resultantMatrix[0][0] = elements[0] + elements[3] - elements[4] + elements[6];

        resultantMatrix[0][1] = elements[2] + elements[4];

        resultantMatrix[1][0] = elements[1] + elements[3];

        resultantMatrix[1][1] = elements[0] + elements[1] - elements[2] + elements[5];

        printf("\n\nThe product matrix is...\n");

        for(row = 0; row < order; row++)

        {

            for(column = 0; column < order; column++)

            {

                printf("%d ", resultantMatrix[row][column]);

            }

            printf("\n");

        }

    }

    else

    {

        printf("\n\nOrder of your matrices must be a power of 2");

        sleep(3);

        strassenMatrixMultiplication();

    }

}

void menu()

{

    printf("\e[1;1H\e[2J");

    printf("Name: Afraaz Hussain\nAdmission number: 20BDS0374\n\n\n");

    while (1)

    {

        printf("Please sleect an option...\n");

        printf("(A) Multiplication using divide and conquer approach\n");

        printf("(B) Strassen's matrix multiplication\n\n");

        printf("Your choice: ");

        char option, runAgain;

        scanf(" %c", &option);

        switch (option)

        {

        case 'A':

            matrixMultiplication();

            break;

        case 'B':

            strassenMatrixMultiplication();

            break;

        default:

            printf("\nThat was not a valid option.");

            sleep(3);

            menu();

            break;

        }

        printf("\n\n\nWould you like to run the program again? [Y / N]: ");

        scanf(" %c", &runAgain);

        if (runAgain == 'Y' || runAgain == 'y') menu();

        else

        {

            printf("\nExiting the program...");

            sleep(2);

            break;

        }

    }

}

void main()

{

    printf("\e[1;1H\e[2J");

    printf("Name: Afraaz Hussain\nAdmission number: 20BDS0374\n\n\n");

    menu();

}

**OUTPUT:**

* Menu:

![Text
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* Divide and conquer matrix multiplication:
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* Strassen’s matrix multiplication:
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